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I. Problem statement

The importance of high-quality software in the success of a product is widely acknowledged. Despite
the fact that bugs and mistakes in applications are something we all are quite aware about, some of them can
cause severe repercussions, impacting security, reliability, and user satisfaction [1-3]. Hence, ensuring the
high quality of a software product is a primary objective to be reached during the development stage. In
terms of cost reduction and time efficiency in development, early identification of mistakes is crucial. In
iterative development, the mistakes fixing complexity increases over time, elevating the cost, and reducing
the probability of being fixed correctly (without introducing new mistakes). It is necessary to develop a
model for determining the general indicator of the reliability of the software system, taking into account its
complexity [3-6].

II. Purpose
Currently, various reliability models are used to address the issue of evaluating the reliability of
software systems. However, these models are mostly adaptations of hardware system reliability models with
minimal modifications, which have simplifications and assumptions that significantly limits their
applicability to actual software products. This paper aims to suggest a method for assessing software
reliability that considers the occurrence of failures rather than mistakes, as well as the complexity and
structure of the software product.

III. Main part
A flowchart of the approach to assessing the reliability of software systems based on a graph model of
method dependence is shown in figure 1.

Software will be implemented in the

Begin
[ ] form of plug-in for the integrated development

v

Program source code
analysis

v

Creating 'Breakpoints’ for all available
methods

v

Executing the program

v

Parsing the log, determining the transition
probabilities and the probability of failure-
free operation of the methods

+

Building a graph representation of the
software system

v

Failure-free operation probability
calculation

v

[

End

Figurel — Suggested approach action sequence

environment IntelliJ IDEA from JetBrains. The
application itself does not have a program
interface, as all functions are implemented
using the IDE’ context menu. The program
code of the plugin is written in the Kotlin
programming language, since the API of the
IntelliJ IDEA environment is written in this
language.

As can be seen from Figure 1, the log is
a key element of the analysis because it is used
to build a graph model of the software system,
as well as to fill in the matrices required for
reliability calculation.
Despite the fact that we have access to the
method hierarchy via IDE API, this
information is not enough to build a graph.
This is because this hierarchy of methods does
not contain any informatoin about conditional
statements and various checks that may be
present in the program code. The task of
estimating transition probabilities based on
code analysis is extremely non-trivial and
cannot be solved algorithm. Within the

CIT’2023, TepHoninb, 30 aucmonada 2023

12



suggested approach, transition probabilities are calculated statistically as the ratio of the number of child
method invocations to the number of invocations of the parent method based on information from log.

It is convenient to represent the structure of the designed software in the form of a use case diagram.
Figure 2 shows the capabilities of the system, as well as the actions that the user can perform using the
graphical user interface.

An ability to manually
include and exclude methods

Include/exclude from processing allows to fine-

methods to be tune which parts of the software

processed will be analyzed. In addition,

.- by algorithm there are applications that have

soend® not one, but many entry points,

o for example, web applications

Set calculation Written using the
parameters SpringFramework, where each

« individual method of the
/ . controller is executed
onds” asynchronously and may not

Set exceptions interact with others, so this
to be ignored by approach will allow to perform
User 2l the analysis of the reliability of
Calculate app individual modules [7,8].

fail-free operation Also, as it shown in Figure
probabilty 2, plugin can be configured to
ignore some exceptions. This

allows you to ignore exceptions

Figure 2 — Use case diagram that are not the result of any

mistake, but caused by incorrect input data, temporary unavailability of external services, etc.
Conclusions

This paper investigates an approach to assessing the reliability of software systems based on a graph
model of method dependencies. This approach includes elements of structural analysis of application source
code, followed by building a map of the relationships between methods, as well as determining stochastic
indicators of their reliability. Due to the fact that this approach takes into account the architecture of the
program under study and operates with actual reliability indicators of methods, it should provide higher
accuracy than systems that predict the reliability of software systems in accordance with various probability
distribution functions.
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